**Thinking in JavaScript Meta-Programming**

**Meta-Programming是一个比较广义的概念，你可以将它翻译成元类或者元模型编程，而它实际的意思，是用一系列方法生成类型模板。在JavaScript，所谓的类型模板就是function，而元类，就是Function和由Function引出的一系列扩展。**  
  
关于JavaScript的Meta-Programming思想，其实有很多实现的例子和各种不同的方法，而在本文中，将它们归结为三个范式。所谓范式，你可以将它们理解为一些“公式化”的概念，或者某种模式，当你遇到同一类问题的时候，你应该寻找适合解决此类问题的“范式”。  
  
**第一范式：<new> T <=> <new> R:function(){donothing, return T.apply},R.prototype = T.prototype**  
  
这个范式被称为函数范式，它有如上面所列的标准形式和其他几种变形。标准形式被称为“前束”范式，因为它能够以语法等价的形式在函数T执行前插入一段代码。例如：

[[复制]](http://bbs.51js.com/viewthread.php?tid=77451&highlight=###)

**Code:**

Function.prototype.$verify = function(){  //对函数进行参数类型匹配  
  
    var me = this;  
    var \_args = arguments;  
    var mins = function(){  
        for(var j= 0, len = \_args.length; j< len; j++)  
        {  
            if(!$oneof(arguments[j],\_args[j])){  
                    throw new Error("函数的参数类型不匹配，位置："+(j+1));  
            }  
        }  
        return me.apply(this, arguments);  
    }  
    mins.prototype = me.prototype;  
    return mins;      
}

上面的代码对函数增加了参数类型匹配的扩展，它可以实现强制解释器对某个函数在调用之前进行参数类型匹配。例如：

[[复制]](http://bbs.51js.com/viewthread.php?tid=77451&highlight=###)

**Code:**

var foo = function(x,y){  
    alert(x+y);  
}.$verify("number","number");  
  
foo(1,2);  
  
var foo2 = function(x,y){  
    x(y);  
}.$verify(Function,"number");  
//foo("error",2);  
  
foo2(function(x){alert(x)},10);  
//foo2("x","y");  
  
var Class3 = function(x,y){  
    this.x = x;  
    this.y = y;  
}.$verify("number","number");  
Class3.prototype.dist2 = function(){return this.x\*this.x + this.y\*this.y};  
var c = new Class3(10,20);  
alert(c.dist2());

注意到上面这一段代码，$verify返回一个function，这个function是调用$verify的那个function的一个第一范式迭代，这种处理方法在语法层面上达到很好的效果，而且它是无害的，这意味着你在编写和调试代码的时候可以得到$verify带来的好处，而在你发布代码的时候，你却可以很容易地用文本处理工具将$verify “尾巴”从你的代码中移出出去。  
  
除此以外，第一范式的应用是很广泛的，因为它意味着你可以对函数进行任意扩展并且这些扩展不改变代码本身的语法结构！  
你可以给函数增加某些不同功能的“尾巴”这些尾巴能够很好地帮你收集运行时信息、监视代码或者提供有用的调试信息。而这些所有的“尾巴”在你最终发布代码时，均可以非常方便地去掉，所以它们对实际运行的代码不会带来任何性能上的开销！这一点，对于开发者来说，无疑是非常非常好的消息！  
  
**第二范式：new T <=> T.apply(T.getPrototypeObject())**  
  
在几个月或者一年以前，我就在思考一个问题，我们知道，对于一个function T，脚本既可以把它当作一个方法来执行，又可以把它作为一个类型来构造，然而它们是不同的。除了new之外，其中语法上最显著的一个区别是T作为一个function，既可以用()来直接操作，也可以享受call和apply带来的好处。而new，则受到比较大的限制，例如：

[[复制]](http://bbs.51js.com/viewthread.php?tid=77451&highlight=###)

**Code:**

function List()  
{  
    this.members = Array.prototype.slice.apply(arguments); //Array支持可变参数，因为它可以作为函数来调用  
}  
function $list()  
{  
    return new List(/\*这里的参数应该怎么传？如果我希望$list(1,2,3...) <=> new List(1,2,3...)\*/);   
}

我们看到，相对function来讲，new操作受到较大的限制，当然上面这个实际问题是可以通过别的方式来解决的，但是用第二范式，无疑可以具有通用性地解决此类问题：

[[复制]](http://bbs.51js.com/viewthread.php?tid=77451&highlight=###)

**Code:**

G.objectAsPrototype = function(obj, c){  
    c = c || function(){};  
    c.prototype = obj;  
    return c;  
};  
Function.prototype.getPrototypeObject = function(){  
    var p = this.\_\_templete\_\_ || (this.\_\_templete\_\_= G.objectAsPrototype(this.prototype));  
    return new p();  
};  
Function.prototype.createInstance = function(){  
    var p = this.getPrototypeObject();  
    this.apply(p,arguments);  
    return p;  
};

我们看到，第二范式解决了这样的问题，它告诉我们，JavaScript的new T操作等价于通过T的prototype创造一个“原型”对象，再用这个对象去执行T的构造函数，最终等价于产生了一个T的实例，但区别是后者不同于new，是以一种函数调用的标准形式来产生的。  
  
利用第二范式，我们可以很容易地增强JavaScript的原型继承，轻易地解决原型继承中关于构造函数延迟执行的需求（具体的将在另外一篇文章《深度探索高效率JavaScript继承》给出详细说明）  
下面给出简单代码：

[[复制]](http://bbs.51js.com/viewthread.php?tid=77451&highlight=###)

**Code:**

Function.prototype.$pextends = function(p){  
    var me = this;  
    var ins = function()  
    {  
        this.$super = function(){  
            p.apply(this, arguments);  
        }  
        me.apply(this, arguments);  
    }  
  
    ins.prototype = p.getPrototypeObject();  
    return ins;  
}

**第三范式：new T <=> T.apply || new T(T.apply)**  
  
记得之前有人问过我一个有意思的问题，是关于js核心对象的扩展的。那个需求是实现一个自定义的Date类型MyDate，并且这个MyDate的所有构造参数都要和Date完全一致。之前，这个问题在解决的时候遇到一个困扰，具体的是这样的：

[[复制]](http://bbs.51js.com/viewthread.php?tid=77451&highlight=###)

**Code:**

function MyDate()  
{  
    var ins = new Date(/\*原生对象的扩展方式，可是如何处理可变参数呢？\*/);  
    ......  
    return ins;  
}

而第三范式的意思是说，对于所有的核心对象，都满足如下两种情况之一：要么函数调用的返回结果等效于new操作，要么函数调用的返回结果利用new构造后等同于原始的new操作。Date的问题满足后者，也就是说，对于这个问题，将上面的代码改写成如下：

[[复制]](http://bbs.51js.com/viewthread.php?tid=77451&highlight=###)

**Code:**

function MyDate()  
{  
    var ins = new Date(Date.apply(this, arguments));  
    ......  
    return ins;  
}

即可满足需求。  
显然，这个第三范式并不是一个JavaScript类型默认遵循的范式，不过，有趣的是，几乎所有的核心对象都遵循第三范式：  
  
Array、Function 满足范式右侧的第一个条件  
Number、Boolean、String、Date、RegExp 满足范式右侧的第二个条件  
  
所以，利用第三范式，我们可以实现核心对象的继承方法（关于核心对象继承的详细内容也会在《深度探索高效率JavaScript继承》给出详细讨论）：

[[复制]](http://bbs.51js.com/viewthread.php?tid=77451&highlight=###)

**Code:**

Function.prototype.$cextends = function(p){  
    var me = this;  
    return function()  
    {  
        var ins = p.apply(this, arguments);  
        ins instanceof p || (ins = new p(ins));  
  
        me.apply(ins,arguments);  
        return ins;  
    }  
}

除了继承核心对象之外，第三范式还有其他很有趣的应用：

[[复制]](http://bbs.51js.com/viewthread.php?tid=77451&highlight=###)

**Code:**

var MyFunction = function(){  
    this.m = function(){alert("static m")}  
    this.prototype.m = function(){alert("m")};  
}.$cextends(Function);  
  
//简单实现的Function Template  
var X = new MyFunction("alert(1)");  
var x = new X();  
X.m();  
x.m();

上面这段代码实现了一个自定义的函数模版，这样使用者就能够很方便地自己扩展Function，这个模式的意义是让Function元类具备有扩展能力，这种能力正是Meta-Programming所需要的。  
  
**总结**  
  
在上面的讨论中，我们给出了三个范式的基本形式，并且分别进行了基本的说明，在实际应用中，通过它们可以实现一些非常Cool的扩展，有兴趣的读者可以研究下面的代码：  
![](data:image/x-wmf;base64,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)  
   提示：您可以先修改部分代码再运行  
  
今天所讨论的内容只是Meta-Programming的“冰山一角”，算是抛砖引玉吧，希望大家在这方面能够有好的研究和好的结果，也希望大家能够多多进行交流和分享，因为Meta-Programming对于脚本的意义重大，它是一种着眼未来的编程模式。